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Copyright Statement

© 2009 Realtime Publishers. All rights reserved. This site contains materials that have
been created, developed, or commissioned by, and published with the permission of,
Realtime Publishers (the “Materials”) and this site and any such Materials are protected
by international copyright and trademark laws.

THE MATERIALS ARE PROVIDED “AS IS” WITHOUT WARRANTY OF ANY KIND,
EITHER EXPRESS OR IMPLIED, INCLUDING BUT NOT LIMITED TO, THE IMPLIED
WARRANTIES OF MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE,
TITLE AND NON-INFRINGEMENT. The Materials are subject to change without notice
and do not represent a commitment on the part of Realtime Publishers or its web site
sponsors. In no event shall Realtime Publishers or its web site sponsors be held liable
for technical or editorial errors or omissions contained in the Materials, including without
limitation, for any direct, indirect, incidental, special, exemplary or consequential
damages whatsoever resulting from the use of any information contained in the Materials.

The Materials (including but not limited to the text, images, audio, and/or video) may not
be copied, reproduced, republished, uploaded, posted, transmitted, or distributed in any
way, in whole or in part, except that one copy may be downloaded for your personal, non-
commercial use on a single computer. In connection with such use, you may not modify
or obscure any copyright or other proprietary notice.

The Materials may contain trademarks, services marks and logos that are the property of
third parties. You are not permitted to use these trademarks, services marks or logos
without prior written consent of such third parties.

Realtime Publishers and the Realtime Publishers logo are registered in the US Patent &
Trademark Office. All other product or service names are the property of their respective
owners.

If you have any questions about these terms, or if you would like information about
licensing materials from Realtime Publishers, please contact us via e-mail at
info@realtimepublishers.com.
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[Editor's Note: This eBook was downloaded from Realtime Nexus—The Digital Library for IT
Professionals. All leading technology eBooks and guides from Realtime Publishers can be found at

http://nexus.realtimepublishers.com.]

Chapter 6: Testing Code for Errors,
Inefficiencies, and Performance

Testing, testing, testing. It certainly isn’t the only way to improve the quality of your code,
but testing is definitely one of the most important tools we have as developers to produce
higher-quality code. Although testing can’t help improve things like not following best
practices and coding standards, it can help catch two of the main problems that end users
perceive as poor application quality: bugs and performance. In this chapter, I'll take a look
at tools and techniques that can be used to spot more code errors, detect inefficient code,
and home in on performance problems.

Overview of Testing Techniques

When I began testing the first commercial-quality code I ever wrote (a retail point-of-sale
system written for Windows 95), testing was simply running the application through as
many scenarios as I could think of, checking to see whether anything broke, and checking
to make sure I got the correct results for whatever input I provided. That’s really still the
essence of testing, but I've since learned to be a lot more formal and systematic about it.

One problem with the way many developers test—just running the application as if they
were an end user—is that we developers aren’t usually our application’s end users. We
tend to use an application the way it was meant to be used; we don’t actively try to break it,
we don’t approach it from the same viewpoint as our end users, and we’ll almost never use
it in exactly the same way as the application’s end users.

For example, in writing my retail application, I spent hours testing the software’s ability to
dial-in to our corporate headquarters via modem (this was 1995—none of our retail
locations had a connection better than a plain old telephone line) and upload its daily
transactions. With a lot of work, I had the process working smoothly every time. However, |
never anticipated that one of our end users might unplug the modem—and the first time
someone did, the application crashed. I came to understand that unplugging the computer’s
modem was actually pretty common in the field because the store used a single phone line
for that modem, for the credit card authorization terminal, and in some cases for a fax
machine and back-office phone line. Store personnel would often unplug one or more
devices to improve line quality or to troubleshoot a line problem, then forget to plug
something back in later. My viewpoint as a developer didn’t include that scenario, so [
didn’t test for it—and so our stores had a reason to perceive my code as poor quality
because they saw it crashing fairly frequently until I fixed the problem and rolled out an
update.
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The moral of the story is that testing techniques are important, and though they may
frequently seem like adding extra work for no reason, there is a valid reason: to help bring
more of the end users’ viewpoint into the testing process. That unique viewpoint can help
spot performance problems, logic errors, and other problems in code that might otherwise
go unnoticed.

Construction of Test Cases

One of the chief tools for incorporating the end users’ viewpoint is the construction of test
cases. Test cases help ensure that software can be consistently run through every practical
scenario—Ilike a critical device being unplugged—with specific inputs so that the
software’s behavior, performance, and output can be analyzed and verified.

Test case definition should, as with most of software development, start in the
requirements. The application’s requirements should describe the conditions under which
the software will be used, most of the major usage scenarios and workflows, and so forth.
Formal test cases will include a workflow, a list of inputs, and a description of the expected
behavior and outputs. Because these test cases are driven by the requirements, it's
important to track which test case goes with each requirement, something that’s often done
in a traceability matrix. Figure 6.1 shows an example matrix, with requirements as the
columns and test cases as the rows. You'll notice that a single test case is capable of testing
multiple requirements, which the matrix helps to document in an easy-to-read format.

REQ1|REQ1|REQ1|REQ1|REQ1|REQ1|REQ1|REQ1|REQ1|REQ1|REQ1|REQ1|REQ1|REQH
UC |UC |UC |UC |UC |UC |UC | UC | UC | UC | UC |TECH|TECH|TECH
11 112 |13 | 21 | 22 |23.1|23.2|233| 24 | 3.1 | 3.2 | 1.1 | 1.2 | 1.3

Requirement | Regs
1dentifiers Tastad

Test Cases| 321 3 2 3 i 1 1 i 1 1 2 3 i 1 1

Tested Implictty] 77
1114 1 X
1.1.2] 2 x X
113 2 X X
1.1.4] 1 X
1.1.5] 2 kS S
1.1.6] 1 X
117 1 X
1.21] 2 X X
1.2.2] 2 X X
1.23] 2 ® %
1.3.1] 1 X
1.3.2] 1 X
133 1 X
1.3.4] 1 X
1.3.5] 1 X

etc...
5.6.2] 1 X

Figure 6.1: Example requirements traceability matrix.
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Chapter 6

However, test cases shouldn’t stop with the requirements. Additional test cases can be
added to the lineup by any developer who writes code that needs to be tested in a specific
fashion. In my example, [ should have added a specific test case for situations in which the
modem is unplugged simply because [ was writing code that depended upon some factor
(the modem) outside my control. I obviously wouldn’t expect the “unplugged” test case to
result in successful operation of the software, but [ would expect the test case to end
gracefully, with the software perhaps prompting the operator to attach the modem.

Test cases are often (and should be) documented. Each test case is typically accompanied
by standardized information such as:

A test case ID, which helps everyone on the project team refer to specific test cases
without ambiguity

A description of what is being tested
Information on the order in which the test case should be executed

Any requirements that the test case has, such as prerequisite software, hardware, or
data

Information on the inputs that the case uses as well as the expected outputs

Information about whether the test case has been included in an automated testing
cycle or if it needs to be performed manually

Instructions for completing the test case, including step-by-step directions

As Figure 6.2 shows, test cases may start out as simple descriptions that eventually evolve
into a more fully-documented format. This simple description may derive from
requirements or may be contributed by developers who want to ensure that specific
conditions or dependencies are thoroughly tested.
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Customer Order File
* Ensure that 'orders.txt' file permissions are as restrictive as possible. If these permissions are loosely defined then this as a severity 1 security issue.
* Ensure that sensitive data within the 'orders.txt' file is encrypted using a known strong algorithm. This is a severity 1 security issue.

Customer Data Stored in a SQL Database
* Ensure that sensitive data within the SQL Database is encrypted using a known strong algarithm. This is a severity 1 security issue.

Registration Form

* For each user input perform common security related input validation tests. See The Web Application Security Consortium's Threat Classification for a
list of common input vulnerability types. For each input perform each vulnerability type. The severity level of a vulnerability will be determined by the
vulnerability type, and probability.

* (If sSqQL is Used) Perfarm both standard sSqQL Injection, and Blind sSQL Injection tests as outlined by
http://www.spidynamics.com/whitepapers/Blind SOLInjection.pdf and http://www.securiteam.com/securityreviews/SDPON1P76E.html. If SQL
Injection is present file this as a severity 1 issue.

Login

* For each user input perform common security related input validation tests. See The Web Application Security Consortium's Threat Classification for a
list of common input vulnerability types. For each input perform each wulnerability type. The severity level of a vulnerability will be determined by the
vulnerability type, and probability.

* (If SQL is Used) Perform both standard SQL Injection, and Blind sQL Injection tests as outlined by
http://www.spidynamics.com/whitepapers/Blind SOQLInjection.pdf and http://www.securiteam.com/securityreviews/SDPON1P76E.html. If SQL
Injection is present file this as a severity 1 issue.

Buying Items

* Ensure that the user is unable to modify the price for a given item. Ensure that the price is not exposed in a web form, cookie, query string, or POST
data. If the price is exposed through one of these vectors ensure that if changed, the application detects the modification on the server side and refuses
to sell the itemn for anything other than the stated price.

* For each user input perform common security related input validation tests. See The Web Application Security Consortium's Threat Classification for a
list of commaon input vulnerability types. For each input perform each vulnerability type.

Search Engine

* For each user input perform common security related input validation tests. See The Web Application Security Consortium's Threat Classification for a
list of comman input vulnerability types. For each input perform each vulnerability type.

* (If user text is echo'd back) Test for Cross site scripting vulnerabilities. If discovered file a severity 2 issue.

Figure 6.2: Example test case descriptions.

Project teams with a higher maturity level will often rely on tools to centrally manage test
cases. For example, Figure 6.3 shows an example of Micro Focus QADirector, which
provides a dashboard view that helps project members see which tests have been run and
get a high-level feel for the application’s overall quality—based on which tests have passed.
Such tools can not only help keep track of which tests exist, which have passed, and so
forth, but also provide management with useful tools for tracking the application’s
readiness for use and the time left to complete a higher-quality application.
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Figure 6.3: QADirector Dashboard.

Tools may make it easier to construct traceability matrices. Figure 6.4 shows QADirector’s
ability to track project requirements and connect them to specific tests, and to track which
of those tests have been successfully completed. At a glance, you can see which
requirements are not fully covered by existing test cases—indicating that more tests need
to be created—and you can see which requirements are not yet met by the application.

Realtime

publishers

.ﬂi[_'h iew: Coverage 'Q_*lx&d-" r % @« @ MGQE.@@N&M'G_%@@
Requirements « || 9 Default Requirement Folder
Favorite Folders & ES Dizplay ID Tests [ |Covelage (- Passed Faled |Mot Execul
) NoFavorite Folders | |F115 Deiauk Requirement Folder 117 (10 79% 73 20
|| B Suginet TestMaragement  SURGIFODD 117 (10. 9% fz] ]
= fl Surgiret Functional Testi SURGIFIOND  49(42%) a6 0 7
. & 4 sURGFOs B |BILENGOIIINZ (67 MNT0% M & S I
lé}%';‘:ﬁ:"@’"ﬂi: F — |l I BILLNGOI.01 Endo.. BILLNGO1.01  1(100%) 1003 ] 1
) CAF HW',, Felder — |l [ BILLNGOI.O2 0B C.. BILLNGOLOZ  1(100%) 100% i 0
3 Integretion Cpce 2 ] I BILLNGO1.03 LitBr. BILLNGO1.03  1(100%) 100% [} 1
) Lawson Interfaces | W I BILLNGOL.D4 Torsi. BILLNGOLO4  1(100%) 100% 0 1
=) Master Backup | [ BILLNGOI.0S Teta.. BILLNGOIL06  1(100%) 100% 1 i
) Master Surgine cycle 1 [ ] I BILLNGO1.06 Ured.. BILLNGOLOS  1(100%) 100% 1 0
=) SC2 Billng Cycis 2 [ | | BILLNGDI07 ¥itua.. BILLNGOLO7  1(100%) 100% 1 il
S :Eg Eﬁlﬁ:ﬁ::ﬁm < & % SURGIFO0S Diders ORDERS 101%) 0% il i
el e @ % SURGIFON3 CASE TR CASETRKAT 3(1%) 100% 1 2
Reports # # SURGIFO0T SCHEDU.. SCHEDOM 18[15%) 100% 18 i
= ﬁ SURGIFO02 PREFER.. PREF<001 4[3%) 100% 3 1
% SURGIFOD4 CLINICA.. CLINDOC! 16114%) uz 14 1
— # i SURGIFD09 CARE MDB .. CAREMOBO! 1[1%) 0% i} 0
— & £ SURGIFO0? INTERFAC.. INTRFAOT 13(11%) 100% 13 0
S MsmiiPrmincts & % SURGIF002 INTEGRATI.. INTEGRATIO. 43(37%) 7% 20 13
ai Project = % SURGIFOND SYSTEM 1s.. SYSTEMOOO 11 (9%) 0% i i
| Requirements
i D= @ | i
Figure 6.4: Tracing requirements to tests.
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Test case management tools come in all shapes and sizes. Figure 6.5 shows a simpler open-
source tool, Radi, which is designed to centralize test case definition and provide a central
place for test results to be input and tracked. This Web-based interface offers a minimum
level of capabilities for tracking test cases and test results but provides less management
information and less comprehensive test case tracking than more full-featured, mature

solutions.
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Figure 6.5: Tracking test results in Radi.

Test cases form the basis of an overall testing plan: They define what must be tested, and
may provide details on how those tests are to be conducted. Diving into the how brings us
to the different types of tests your project may utilize.
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Types of Testing

On the face of it, testing can seem complicated and even endless. The more complex an
application, the more complex the associated tests become. In the end, though, most tests
utilize a fairly limited set of core tests to determine whether an application passes that
particular test. Although a complete list of these “test primitives” is beyond the scope of
this guide, reviewing the following examples will give you an idea of what's commonly
used:

¢ Logic and calculation testing: By providing certain known inputs to the application,
you should be able to generate specific, known outputs. Checking the actual output
against your test case expectation allows you to quickly determine whether all the
underlying code is working properly. In my point-of-sale application, for example,
the purchase of two specific products should always result in the same total amount
for the transaction, inclusive of sales taxes; I could calculate that expected total on
my own and compare it with what the application produced. Early on, my code was
improperly rounding off the tax amount, producing a transaction total that was a
penny off. Because the transaction-processing code was extensive and complicated,
I needed to continually repeat tests such as this to ensure that recent changes hadn’t
introduced another calculation bug.

e Range checking: Given certain inputs, an application should produce specific output.
Although it's important to test for the output created by specific inputs, it’s also
important to test across the entire range of allowed inputs—and to test outside that
range. For example, if an application will accept monetary values, it's important to
provide test inputs that check the entire range of expected inputs and beyond. Out-
of-range inputs should be handled gracefully by the application, and should not
result in a crash or undesired behavior. In my point-of-sale application, things
worked great when product prices were less than $999.99; when the company sold
its first high-end computer, however, the six-digit price threw off formatting on the
receipt and resulted in “$1899.99” being printed as “$899.99,” which is obviously a
problem. When writing the receipt-formatting code, I should have documented my
assumptions that the price field was a maximum of 5 digits, and created a test case
that specifically tested for larger—out of range—prices.

Note

Most tests should come in pairs: One designed to check the proper operation
of the software by feeding it valid inputs, and another designed to check the
software’s response to improper use—such as feeding it out-of-range inputs.
Both types of tests, commonly called positive and negative, are equally
important because you want to both verify the software’s proper operation
as well as explicitly try to break it.
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¢ Random testing: Simply providing every possible value for a given input. This one
would have helped improve the quality of my point-of-sale application. Our stock
numbers when I started were four digits, but we allowed for five so that we’d have
room to grow. The only in-use stock number greater than 9999 was 11111, which
was a special number used when selling store gift certificates. However, by allowing
five digits to be keyed, I introduced a problem: The underlying code was using a
small integer type to store the number, and it could only accept values up to 32,768.
That was far in excess of what we needed for normal operations, but entering
32,800—as a random test would eventually have done—crashed the application.
We didn’t find this problem until we’d created special numbers 22222 and 33333
for other special-handling items—and the first time someone used 33333, the
system crashed.

Following this train of thought, you’ll realize that there are a large number of fairly
simplistic types of test that, when combined, can accommodate complex test cases and
scenarios to thoroughly test the software. In fact, it's because these testing primitives, as |
call them, are so individually simple that many such tests can be more easily automated for
faster and more consistent repetition.

Test Management: Reporting, Monitoring, Tracking, and Resolution

Simply documenting and defining your tests, of course, isn’t enough; you also need to retain
the results of each test, monitor the progress of your testing, and resolve problems that
have been uncovered by testing. These tasks drive most companies to adopt some kind of
centralized test management system because without such a system test management can
quickly become unwieldy.

Organizations differ in how they choose to approach test management. Let me describe the
approach [ worked with early in my career—an approach that’s still pretty common, and
which I honestly regard as a sort of worst-case scenario:

e Test cases were documented in Word documents. Each document described a
specific test case, and yes, we actually printed them and worked from the
hardcopies.

e Problems encountered during testing were documented in our Help desk ticketing
system, under a category for whatever product was being tested. These tickets
would be assigned to the lead developer, who would dole them out to his colleagues
for resolution. Any anomalies from a single test case would be documented in a
single ticket.

e A test case would not be re-run until any tickets related to it were closed—meaning
a developer felt they had resolved the problems from previous test runs.
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This approach is functional, in that it gets the job done, but it’s not practical. The sheer
amount of documentation lying all over the office was a testament to how much overhead
we had to deal with. It was also impossible to give our managers any clear idea of how far
along we were: We could point to the stack of “passed” test cases as progress, but you
couldn’t make any kind of meaningful measurements, unless you counted measuring the
height of the stack itself (“we’re 3-inches along, boss”). In The Definitive Guide to Quality
Application Delivery (Realtime Publishers), one sign of quality maturity is described as
management having “...useful metrics that give them insight into the project’s current level
of quality, at all times.” We certainly couldn’t provide that.

Modern test management tools bring everything together into one place—if you choose the
right tool. For example, here are some subtle considerations:

e Ifyour test management application can’t directly document your application
requirements and relate those to specific test cases, the tool isn’t doing you much
good. Application requirements will change over time; it’s not enough to simply load
them into the test management system once. You need to have a connection
between the test management system and whatever is being used to capture
business requirements. For example, Micro Focus does this with Optimal Trace for
business requirements, which feeds their QADirector product for test case
management; solutions from companies such as IBM and TestPine integrate in a
similar fashion.

e Areyou using automated testing? Many smart organizations are because
automation leads to greater productivity and consistency. However, if your
automated test system doesn’t feed test results to your test management system,
you're losing a lot of productivity by manually transcribing test results. Again,
integrated solutions that can talk to one another, feeding test results into the test
management system, are ideal.

¢ Your defect-tracking system should also integrate with your other tools. [deally,
defects from a test can be reported directly to that system so that the entire team
can communicate with less effort.

Note

“Integrated” does not necessarily mean “all from one vendor;” many vendors
offer integration points with popular solutions from other vendors.

Having all of this information available in a set of integrated solutions provides better
management tools. The dashboard in Figure 6.3, for example, is a direct result of test
results being fed into a central test management system that also integrates with the
project’s requirements-tracking system, giving managers a quick, high-level view of the
project’s quality progress.
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More complex management information can also be made available. Figure 6.6, for
example, shows how this aggregated information can be used for risk-based management
decisions. Managers dealing with time and resource constraints can perform “what if”
analyses, allowing them to change the number of tests scheduled for various risk-based
categories. Riskier elements of the project might thus be assigned more testing, while less
testing is performed for less-risky elements. The software can then help predict the overall
impact, displaying test coverage information, projected project risk, and so forth. By
rearranging the test plan in this fashion, fewer resources may be able to contribute the
same level of quality to the project.
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Figure 6.6: Adjusting test workloads based on risk and resource availability.

Other analyses made possible by integrated test management systems can include:

A view of the overall application quality

Whether all requirements have been tested

What each tester is currently working on

What tests have not been executed, and what the risk may be

How long it takes to correct defects discovered during testing

How much testing remains to be done, and how long it will likely take
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Chapter 6

This information is invaluable to managers, and being able to provide this information
without a lot of manual overhead is one sign of growing quality maturity within an
organization.

Testing Tools

In addition to helping you better manage test cases, the right tools can make it easier to
actually execute tests, determine whether you're testing the right things, and make it easier
to resolve complex problems related to performance, errors, and even security. In the next
several sections, I'll look at key capabilities a good testing suite should provide.

Code Coverage Analysis

There’s a moment, just before a project team releases their application, where everyone
asks themselves, “Did we test everything?” With a good code-coverage analysis, however,
there’s no need to ask the question: You'll know. Figure 6.7 shows what a code coverage
analysis can look like.
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Figure 6.7: An example code coverage analysis.
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Here, the tool actually analyzes the source code of the application, often examining
different execution paths based on logic constructs within the code language. Each possible
code path is another specific test situation, and once every one of those situations has
actually been tested—and therefore, every line of code executed—then you’ve reach 100%
coverage. These tools may highlight lines of code that have not yet been tested so that the
developer can figure out what’s needed in terms of input values or scenarios to complete
the tests.

System Comparison

“I can’t reproduce the problem.” That's something no developer likes to say because it
means they know there’s a problem in the code—but if they can’t reproduce it, they can’t fix
it. In some cases, the reason a developer can’t reproduce a problem is due to differences in
the system where the problem was originally identified and the developer’s own system.
One way to address the problem is to simply install the developer’s tools on the system
where the problem occurs—but that’s a pretty expensive proposition in terms of time and
resources (and seldom permissible on production servers). A better starting place is to get
a detailed comparison of the two systems, like the one shown in Figure 6.8.
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Figure 6.8: Detailed system comparison.
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Often, a missing operating system (0OS) hotfix, registry key, or other component will be the
thing that makes the problem reproducible.

Resource Utilization and Consumption

When performance problems arise, how do you solve them? One way is to get a detailed
look at how the code is actually consuming system resources such as disk, network, CPU,
and memory. Testing tools can help produce that analysis right within an integrated
development environment, as Figure 6.9 shows. Here, CPU time, execution time, disk
activity, network activity, and more are all attributed to specific code paths within the
application. In addition, top consumers are highlighted (shown in red, in this example) so
that developers can focus on the areas where performance improvements may offer the
biggest positive impact on the application.
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Figure 6.9: Performance Expert output from Micro Focus DevPartner Studio.
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Error Detection

Some developer tools have the ability to detect potential run-time errors during design
time—that is, while you're coding. Unsupportable code, runtime errors, and mishandled
exceptions can therefore be addressed earlier rather than when they actually become run-
time errors. Difficult or tricky code—such as Windows API calls—can be validated as you
write the code, helping to avoid code that may result in an error later on down the line.
Figure 6.10 shows how such tools can integrate into an IDE such as Microsoft Visual Studio,
providing a breakdown of potential errors and highlighting the exact line of code that’s
causing the alert.
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Figure 6.10: Detecting potential run-time errors while coding.

Memory and Resource Leak Detection

Poor memory utilization is a major cause for poor application performance as well as for
stability issues caused by things like memory leaks. Tracking memory usage down to
specific objects and classes makes it easier to detect problems early on—which is a huge
benefit because these types of problems become increasingly difficult to identify and
correct as the application grows and moves through its life cycle.
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Tools should generally focus on three major areas: potential memory leaks, the creation of
temporary objects, and the overall memory utilization (or footprint) of the application. This
information may be displayed in a graph (as Figure 6.11 shows) and may be accompanied
by a list of classes currently loaded into memory. Experienced developers can also utilize
heap views, which display in-depth information about how the application is utilizing its
memory and help identify lines of code responsible for the most memory use.
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Top 20 Source M | LineTo 1.8 1.8 10,060 7.9
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Top 20 Called 5o System.Reflection. .. 1.4 2.7 2 30,577.5
Syskem, Windows. .., 1.3 9.9 64 52,7
Top 20 Called Me | o aeDC 1.2 13 503 10.5
4 | | _>| System, AppDomai, .. 1.2 1.8 1 51,1492 Ll
|.ﬁ.utos n ><|
| Ready | | | 4

Figure 6.11: Memory analysis of a running application.

This memory analysis occurs in real time, as the application is being executed on the
developer’s computer during development and unit testing.

Native/.NET Interoperability Analysis

Of special importance in .NET Framework applications is the ability to track performance
when native (non-managed) code is being called from within .NET (managed) code. The
transition from managed to non-managed code can result in several problems that, due to
the way the .NET Framework itself interacts with non-managed code, can be difficult to
catch. Potential problems include:

e Range and boundary errors resulting from differences in managed and non-
managed data structures

e Performance issues related to memory, disk, network, or CPU consumption—with
memory and CPU consumption being among the trickier aspects
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¢ Insufficient testing, especially for tools that offer code coverage analysis but only
cover the managed code

e Detection of potential run-time errors, especially for tools that don’t understand
native code and Windows API calls

e Security scanning, especially for tools that treat native code as “out of scope” and
focus entirely on managed code

The key is to make sure that whatever tools you adopt fully understand, support, and
exploit the managed/non-managed connection that the .NET Framework makes possible.

Code Performance Analysis

Finally, tools can provide detailed, end-to-end performance profiling of an entire
application. These tools analyze the application as it runs, and can pinpoint performance
problems down to specific lines of code. Displays like the one in Figure 6.12 make it easier
to see where performance is lost or bottlenecked within a single-tier application (or a
single tier of a multi-tier application).
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Figure 6.12: Application performance profiling.
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In the example, overall performance is broken down and attributed to each element of the
application, allowing the tool to highlight—in yellow, in this display—elements that are
consuming an above-average amount of time or other resources. For multi-tier
applications, more complex tools are required. These typically include some kind of agent
that runs on middle- or backend-tiers and communicates performance information to a
master tool running on the developer’s computer. This setup allows the application’s entire
performance to be traced more accurately: With it, you can see that what appears to be a
long execution time in a client module may in fact be due to performance problems in a
remote tier that the client is simply waiting for.

Testing Phases and Efforts

Testing isn’t something that occurs only during a specific phase of a project’s life. Rather,
it’s a continuous activity, with different types of testing during different portions of the life
cycle, each designed to accomplish a slightly different purpose.

Unit Test

A unit test allows a developer to gain confidence that their code is fit for use. Unit testing is
commonly performed by developers on an ad-hoc basis as they code, and may include ad-
hoc tests as well as tests from formally defined test cases.

Developers should ideally work from test cases that are completely independent from one
another. To this end, they may create substitutes such as method stubs and mock objects so
that the code they are testing has as few external dependencies as possible—so that, in
other words, only a single unit is being tested. For example, suppose that Method A calls
upon Method B; to test Method A, a mock Method B might be provided that delivers static
output to Method A—thus eliminating any code in Method B from impacting the test on
Method A. The test case for Method A, then, tests only Method A, and can be re-used as
often as is necessary to ensure Method A continues to behave properly. In theory, if every
unit of code operates perfectly as a set of independent units, they are more likely to operate
correctly as a complete application.

Integration Test

Integration testing focuses on entire portions of an application rather than individual units
of code. Integration testing is often performed by dedicated quality assurance (QA) testers,
rather than by developers, and most commonly focuses on making sure the tested portions
behave properly and meet their requirements. Developers typically participate in
integration testing to some degree, and in some organizations, may be responsible for
integration testing.

—
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For unit testing, I said that, “In theory, if every unit of code operates perfectly as a set of
independent units, they are more likely to operate correctly as a complete application.”
Integration testing starts to prove that theory by aggregating related units of code and
testing them together. Essentially, it is testing the integration between those units because
the units have (ideally) already been tested individually. Test cases focus on the interaction
between units, ensuring that data is properly passed between them.

Integration testing does not necessarily seek to test the entire application; thus, test assets
such as test harnesses and other “fakes and stubs” may still be needed. Once a group of
units has passed integration testing, more groups may be added, building an increasingly-
larger compilation of tested code until the entire application is represented.

System Test

System testing focuses on the entire application, with an emphasis on testing against
requirements. It should require no knowledge of the internal code and is usually performed
by QA testers and not by developers. System testing is the final level of formal, pre-release
testing that an application receives.

Alpha and Beta Tests

No matter how well an application is tested prior to release, you'll usually encounter more
than a few defects once real users get their hands on it. That’s where alpha and beta tests
come into play.

Note

There’s a joke around the term beta test: It means you're using software
that's “beta (better) than nothing.” It's a tacit acknowledgement that beta
code isn’t expected to be perfect.

Alpha-test software is generally complete (although different organizations have different
standards and definitions in this regard), but is usually not ready for end-user
consumption. In some cases, alpha software is what is used in system testing, and software
that passes system testing is, by definition, no longer “alpha.”

Beta software, by contrast, may be released to a limited audience to get that “real world”
effect and to flush out more defects. Typically, beta software is the first release that is seen
outside the development team; it may contain known (documented) problems that the
team is still working on.

Maintenance/Fix Tests

After the software is released, defects will likely be discovered and they will need to be
fixed. It's impractical to perform a complete system test for every fix that comes along, and
so maintenance testing—sometimes called regression testing, although that term is also
applied by some to other types of tests—is used. Maintenance tests typically focus just on
the units of code that have been modified, and may include some major system-level tests
that exercise those modified units.
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Load Testing

This type of testing is designed to run against the entire application and to automatically
perform key operations that would normally be performed by an end user. The trick is that
load testing uses tools that simulate dozens, hundreds, or even thousands of users, to place
the application under a more realistic production workload—or even to test it to the
breaking point to see what kind of workload the infrastructure can handle. This kind of
testing is often the most difficult, simply because it can often only be performed—if you
desire accurate results—against a full-scale production environment. Testing against a
smaller environment and extrapolating the results can provide insight on overall load
capability, but the answers won’t be definitive because computers don’t scale perfectly
evenly. In other words, a test environment with half the capacity of the production
environment might be able to handle 60% of the production environment’s load; just
because the production environment is twice as powerful doesn’t necessarily mean it will
support twice the workload.

Coming Up Next

The next chapter is the last in this guide, and I'll use it as an opportunity to bring together
everything that I've discussed so far, but from a slightly different perspective: the business
and developer benefits. I'll look at how automated debugging, analysis, and testing tools
can help boost productivity, shorten development cycles, and improve overall code quality.

Download Additional eBooks from Realtime Nexus!

Realtime Nexus—The Digital Library provides world-class expert resources that IT
professionals depend on to learn about the newest technologies. If you found this eBook to
be informative, we encourage you to download more of our industry-leading technology
eBooks and video guides at Realtime Nexus. Please visit
http://nexus.realtimepublishers.com.
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